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ABSTRACT

Online games are a type of computer game that can be accessed using the internet network and played with other players to play the same game. With the advance in online game development, game developers are required to develop games that can be played by many players in one game, especially in the capacity of an online game server. Those needs can be achieved by utilizing bots. However, previous works only conducted bot-based testing for testing network capabilities. In this research, those works will be extended further to testing the capacity of a game server. The result of this research suggests that bot approach testing can simulate real players adequately. Other than that, the bot approach also can be scalable. However, the result also suggests that the bot approach still has some limitations as bots cannot simulate the dynamics shown by real players. Special attention is also needed towards clients utilized for executing the bots for them to be scalable.
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I. INTRODUCTION

Online game market has grown significantly. This is led by the different levels of excitement compared to playing solo games. This is proven by the popularity of several games in the 90s, such as DOOM, Quake, and Warcraft which are played in international tournaments [1]. To provide the necessary quality to be marketed properly [2], [3], online games are required to provide servers with capacity that supports every need of all players, such as response and server capacity [4]. The server capacity of software, including online games, is an important element of a system. A system that does not have enough capacity will lead to fatal consequences [5], [6], e.g., a statistical website in Canada went down in 2016 because it was unable to accommodate a large number of traffics [5]. Therefore, the server becomes an important element for online games because the server is an interactive distributed system that works in real-time [1].

Considering the importance of a server for the quality of an online video game, it is necessary to test the load capacity to determine whether the software is a good server or not [7], [8]. Testing is important...
for ensuring software quality [9], both functionally and non-functionally. Testing also validates and verifies developed systems [10], [11].

Testing generally can be done in 2 ways, namely automatic and manual testing [12], [13]. Testing the game server requires a lot of human resources and time efficiency [14], for example, players who access the online games massively and simultaneously [14]. Meanwhile, automatic testing has advantages in terms of time efficiency [15], [16] and can increase the effectiveness of testing to save human resources [17], [18]. The utilization of bots is one of the commonly used approaches to test server capacity, performance, and resource usage [19], [14].

The use of testing automation using bots or virtual users can simulate real-world conditions [20]. On the other hand, stress testing using bots will require a lot of computational resources [21]. However, previous research only focused on the capacity of the network and not the resources of the server resources itself. As server resources such as CPU and memory usage also important for the success of the online game operation, this research aim to understand the possible configuration of utilizing bots to test the performance of online video games server resource.

Therefore, the research questions (RQ) proposed in this study are as follows:

• RQ1. Which task is suitable for bots to test server capacity?
• RQ2. How many computation resources are needed for each task bot to test server capacity?

This study contributes to the software engineering body of knowledge, especially in software testing, in the form of knowledge about the characteristics of automatic testing of the quality attribute capacity. In addition, it also provides insight into tools that can be used to perform automatic testing of the capacity of video game servers.

This scientific article is arranged into four sections. Section 1, an introductory section, discusses the background of the problem that becomes the basis of this research. This study aims to find out whether using a bot can test the capacity of the server effectively. Section 2 discusses the research methods, which describe the testing procedures carried out in detail. Section 3 explains the results of tests that have been carried out to be evaluated to obtain answers related to the problems. Section 4 summarizes the results of the evaluation and what can be done for future research.

### TABLE 1
**SPECIFICATION OF CLIENT**

<table>
<thead>
<tr>
<th>Components of Client</th>
<th>Specification</th>
</tr>
</thead>
<tbody>
<tr>
<td>CPU</td>
<td>Intel Core i7 3.5 GHz</td>
</tr>
<tr>
<td>RAM</td>
<td>8 GB</td>
</tr>
<tr>
<td>HDD</td>
<td>1 TB</td>
</tr>
</tbody>
</table>

### TABLE 2
**SPECIFICATION OF MICROSOFT AZURE SERVER**

<table>
<thead>
<tr>
<th>Components of Server</th>
<th>Specification</th>
</tr>
</thead>
<tbody>
<tr>
<td>VM Size</td>
<td>B2s</td>
</tr>
<tr>
<td>vCPUs</td>
<td>2</td>
</tr>
<tr>
<td>RAM (GiB)</td>
<td>8</td>
</tr>
<tr>
<td>Temp Storage</td>
<td>8</td>
</tr>
</tbody>
</table>

Figure 2. Research Method
II. RESEARCH METHOD

In this study, we conducted two phases of research to answer previously stated research questions. The first one is comparing the bot to human players, which aims to answer RQ1. At the same time, the second one measures the resources needed to execute the bots to answer RQ2.

A. Bot to Human Comparison

The comparison is conducted by measuring the server’s CPU usage from bots and human players. The aim of this experiment is to find out whether the bots can simulate human players correctly, both in normal and extreme conditions. The comparison is conducted with five players which already familiar with Minecraft. The CPU usage will be recorded for 30 seconds to capture the required data. Figure 1 shows the overview of this experiment.

B. Resource Utilization

This experiment aims to understand the scalability of the bot approach. Several stages were carried before employing the bots to test the game server. The research stages are illustrated in Figure 2.

1) Game Installation

The first stage in this study is game installation. In this case, the game is one of the important components to make this research obtain good results. The game used in this study is Minecraft version 1.16.14, which requires the specifications of the client as Table 1.

2) Hosting Server

The second stage is the hosting server required to host the installed game to be played online and tested for its capacity and performance. In this study, the hosting used is Microsoft Azure with the following server specifications in Table 2.

3) Library Bot Installation

The next stage is installing the library for the bot used to test the performance and capacity of the server. The bot library simplifies the testing and makes it more effective when making bot scripts for testing. The library used is mineflayer, an open-source library that is easy to access [22].

4) Script Bot Writing

After the necessary libraries are installed, the next step is writing a script for testing. The script describes the tasks to make the bot perform an activity in the game by interacting with all the elements of the game. In addition, the script has different levels for each task tested and affects the use of resources and server performance. An example of the source code of the bot used can be seen in Figure 3, while the full source code can be seen in the following link https://github.com/Letvinko/Code-Testing-Bot_.

5) Game Testing

In the game server testing, the concept of task execution is as Figure 4.

**Spawn Bot**

The first step of executing the task is spawning the bot in the game. The bots that have been dispatched will make it easier to carry out tasks to be executed. In this testing, the bots will play a role in replacing the presence of real humans. In each spawn bot, a five seconds delay is made to avoid the rate limit on

![Figure 1. Comparison Overview](image-url)
Bot Performing Task

After the bot spawns in the game, the next step is executing the task created in the previous script. Every bot will execute tasks according to a certain difficulty level, namely Idle (Easy), Dig (Medium), and Pathfinding (Hard) to overload the server. The scenario performed on each task is as follows.

- **Idle**: The task will make the bot after spawn does nothing. It is an easy task since bots just sit idle after the spawn.
- **Dig**: The task will make the bot dig a hole. It is a medium difficulty task since bots need to move around.
- **Pathfinding**: The task will make the bot find a path to the target. It is a hard difficulty task since bots need to navigate through obstacles.

```javascript
const mineflayer = require('mineflayer
let i = 0

function next () {
  if (i < 20) {
    i++
    setTimeout(() => {
      createBot(`mineflayer-bot${i}`)
      next()
    }, 5000)
  }
}

next()

function createBot (name) {
  mineflayer.createBot({
    host: 'amsrpl.southeastasia.cloudapp.azure.com',
    username: name
  })
}
```

Figure 3. Example of script code

Figure 4. Workflow of task execution
• **Dig:** A task that will make bots dig or take blocks in the game according to what is instructed. The bot needs to find the block instructed at the closest distance. If no block is intended, the bot will give a message.

• **Pathfinding:** A task that will make the bot follow the player instructed continuously until a certain time. It is difficult because the bot must follow the player until a certain time with a stopping point that always changes when the player moves.

**Resource Usage Recording**

After the bot executes the task instructed, there will be computational resources to execute the task. From each task that is executed during the test, it will load the server as well. Thus, when testing is being carried out, there will be a record of server performance and the use of computational resources in which the results will be observed.

**Results Recapitulation**

After the test is complete, the results will be collected from each recording of the test results, either from the computational resources used or from the server performance during the test. In addition, the data that has been obtained will be tidied up into a document so that in the next stage, the evaluation will be easier to do.

6) **Evaluation**

After the data from the test results are recapitulated into a document, the next step is evaluating the results of the data obtained. The evaluation is to observe and find out the results of the server, whether when tested with the given task, the server has good performance or not and how much resource is used to carry out the tests.

### III. RESULTS AND DISCUSSION

**A. Human Comparison**

Figure 5 resumes the comparison between the results of bots and the manual approach for testing the resource of the server with five players online for 30 seconds. It's apparent that the median and averages between a bot and manual approaches don't differ significantly in all tasks. Dig tasks show the largest differences both in median and averages with 6.03% differences of average and 5% differences of the median. The pathfinding task shows 5.84% of differences in average and 1% in the median. The idle task has the lowest differences with only 3.6% average differences and 2% median differences.

On the other hand, the result from the manual approach shows more variance in data. The idle task shows usage of the server's CPU ranging from 28% to 99%. Pathfinding task shows usage of 3% to 57%. Finally, the dig task uses 3% to 49% of the server's CPU. On the contrary, bot testing doesn't show much variance in usage. This finding may need to be explored further for the improvement of the bot.

![Figure 5. Comparison result](image)
B. Resource Usage

The results of this study show that there are two things that greatly affect the level of use of computational resources, namely the number of bots and the complexity of the tasks. Table 3 shows resource usage in the pathfinding and dig tasks has increased linearly; however, during idle, there have been fluctuations in resource usage. From each task, it can be seen that resource usage is increased with the number of utilized bots. Therefore, it can be concluded that the more bots are performing the tasks, the greater the use of computational resources.

The results of the amount of resource code used to carry out the tasks were analyzed. As the tasks become harder, the value of the computational resource used will be higher, and it will cause the game to consume resources more heavily. As previously explained, there were three tasks tested, namely Idle, Pathfinding, and Dig tasks. Table 4 shows the resource code usage when running tasks. Pathfinding is consuming more resources other than dig and idle tasks throughout different numbers of bots employed. Furthermore, the increase in Pathfinding resource usage is quite significant from each increase in the number of bots compared to idle or dig tasks and is always the largest in their resource usage. Therefore, it can be concluded that the more complex the task for the bot, the better it is for testing the game server.

Table 5 shows the increase in resource usage of each task and the number of specific bots that pathfinding increases linearly. Unlike the other two tasks, the use of idle resources increased quite drastically from the use of five to ten bots, with a difference of 24.18551587. In addition, idle tasks decreased quite drastically from ten to fifteen bots with a difference of 20.72007469. Dig task also experienced fluctuations in resource usage but not as drastic as at idle task. However, at 20 bots, Pathfinding tasks used the most resources. Therefore, it can be said that the number of bots and the complexity of the tasks tested affect the use of server resources.

C. Discussion

For the answer to RQ1, the results indicate that bot-approach testing may be able to emulate the normal activities of real players for a long time. This is based on the findings that averages and medians of the results between bots and players are not significantly different. However, the result also suggests that players tend to do their tasks more dynamically. This dynamic approach in executing tasks is not properly emulated by our bots. Further improvement in the bot's behavior may be needed to better capture those dynamics.

For the answer of RQ2, the results indicate that the bot approach shows a linear relationship between the resource utilized for running the bot script and the number of server's CPU exhausted for the test. This means that bot-approach can be highly scalable with limited resources for running the bots. However, the resources for running the bot are also utilized for running the client of the game itself. Those clients may limit available resources for additional bots, which restricted the scalability of the bot itself. A specific client for running bots may help in ensuring the scalability of bot-approach testing.
D. Threat to Validity

There are two external threats to the validity of this research. The first one is the number of human testers for comparison between a bot and manual approach. This is caused by the availability of participants in a single time window. To help counter this, we try to ensure their experiences with playing the game used as a case study in this research.

The second one is the availability of computational resources utilized in this research. This research is conducted in a constricted testing environment, allowing limited resources to be accessed for the experiments. However, we tried to execute the measuring process as precisely as possible to achieve the most accurate results for this research.

IV. CONCLUSION

This research shows that the bot approach can be a concrete option in testing the capacity of a game server. The bot approach can emulate normal usage of the game server resources of a human. However, there are limitations in capturing the dynamics of a real human player. This limitation needs to be considered carefully for the bot approach to be implemented successfully. On top of that, given the scale of the task, the bot approach can be scalable in testing servers with high capacity. For it to be scalable, however, a special type of client specialized for testing may be needed.

In the future, there are several directions that can be taken in this research. The first one is an improvement of the bot to better emulate the dynamics of real players. Different approaches to script the bot can be researched, such as capture-and-replay and artificial intelligence-based bot. The other direction is to look further into the test environment setup itself. A proper test environment may reduce the resource usage for the execution of the bots. Developing a special type of client can be done in this direction.
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